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ABSTRACT

The currently developed user language interfaces of information systems are generally for experienced users. These interfaces commonly ignore potentially the largest user group, namely, casual users. This project discusses the concepts and implementations of a natural query language system which satisfy the nature and information needs of casual users by allowing them to communicate with the system in the form of their native language. In addition, a framework for the development of such an interface is also introduced for the MA\DAM (Multics Approach to Data Access and Management) system at the University of Southwestern Louisiana.
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CONCEPTS AND IMPLEMENTATIONS
OF
NATURAL LANGUAGE QUERY SYSTEMS

1. THE IMPORTANCE OF NATURAL LANGUAGE QUERY SYSTEMS

The major function of a computerized information system is to enable its users to retrieve and modify any subset of the data in the data bases, as well as to provide support to its users in their decision-making activities. In other words, the computerized information system is developed to serve its users and satisfy their immediate needs for information. Thus, the success or failure of an information system is ultimately decided by the users the system is supposed to serve.

The predominant criterion in evaluating an information system, from the user's viewpoint, is whether the system allows him to freely communicate to it and satisfy his needs. Therefore, the interface problem in user-system interaction must be seriously considered while developing an information system. The concept of a multi-user query system is, therefore, applied in the development of most information systems to allow different user groups to communicate with the system by using specific data base sublanguages. But, these multi-user query systems all too
often ignore the nature of the largest group of the user population—casual users.

Casual users, as defined in [Codd, 74] are ones "whose interactions with the system are irregular in time and motivated by (their) jobs or social roles." Such users may not only lack knowledge about computers, programming, logic, or relations, but also are not willing to learn an artificial language. The only query language which they are willing to use to interact with a data base system is their native language.

After examining the characteristics of casual users, it is conceivable that the traditional approach of query language design, which assumes that the users are willing to develop the appropriate skills and learn the "user-supports" to operate an information system, cannot cope with the nature of those casual users. For example, Query-By-Example has been proven by many behavioral researches [Greenblatt, 78; Waxman, 78; Zloof, 78] to be an easy-to-use query language for non-programmer users. But, before a user can manipulate this language, he still requires about three hours or four sessions of instruction and a knowledge of first-order predicate calculus. In order to satisfy the information need of casual users, therefore, a natural language query system should be developed so that the casual users can freely employ their native languages to specify what they want.
while interacting with the system.

The purpose of this project is to briefly examine the current development of natural language query systems, and present a framework for such a system for the "SEARCH" subsystem of MADAM. Finally, the difficulties involved in the construction of such a query system will be evaluated and some solutions to those problems are proposed for future studies.

2. METHODOLOGY

Recognizing the importance of a natural language query system, considerable research has been performed in this field during the last decade [Codd, 74; Lockemann, 75; Waltz 77; Goodman, 77]. This project intends to examine these research activities and, based on the knowledge obtained through the above work, to propose a framework for the development of a natural language query system within MADAM.

By definition, a "framework" identifies the relationships between the parts, and reveals the areas in which further development will be required [Spragne, 1980]. Thus, in this project, it is necessary to examine the relationships between the natural language query system and the existing subsystems of a database system, especially the "SEARCH" subsystem, as well as
the relationships between various components in the natural language query system itself. In addition, issues addressing the development of such a system, such as the restrictions and the reasonable alternative approaches to developing such a query system, are to be discussed.

To accomplish the above purposes, the method applied in this project is a library research approach. The research proceeded in the following five steps:

(1) To discuss the concepts of a natural language query system. The major concern lies in the conceptual relationships between the natural language query system and other database sublanguages within the database system, as well as the relationships between components within a natural language query system.

(2) To discuss the implementation of the above relationships.

(3) Based on the above discussions, to generate a framework for the development of a natural language query system for MADAM.

(4) To discover the difficulties involved in the development of the above system.
To propose some directions to solve the above problems.

3. CONCEPTS OF NATURAL LANGUAGE QUERY SYSTEMS

The primary objective of a natural language query system is to permit casual users to engage in effective communication with a formatted database system by applying their native language. To develop such a query system, it is necessary to understand the interrelationships between the natural language query system and the database system, as well as the interrelationships between the components within the natural language query system. In this section, these relationships are examined, and the implementation of these relationships will be discussed in the next section.

3.1 Relationships Between Natural Language Query Systems and the Data Base System

The database design can be separated into at least three design levels (Figure 3-1). The first level, the user's logical level or information structure level, is the logical representation of "facts" in reality. The second level, data base level or system's logical level, is not visible to the users and at this level, the logical structuring of data is shown. The
third level is the physical storage structure level where the data are actually structured and stored in secondary storage.

![Diagram of levels of data base design]

**FIGURE 3-1 Levels of Data Base Design [Nijessen, 1974]**
While using a query language to retrieve information from a data base system, the casual user is supposed to know "what fact he wants to obtain from the system and how to express his intention in his preferred language", instead of knowing "how to access the data from the data base system". Thus, a good query language should be based on the concepts of the data description model and try to avoid as many as possible of the concepts which are machine dependent [Ghosh, 77]. Currently developed query languages for casual users are mainly of the form of restricted English, such as SEQUEL [Boyce, 1974] and QUERY-BY-EXAMPLE [Zloof, 1978]. Although these languages have a high degree of machine independence, they are not "natural" to casual users [Greenblatt, 78; Waxman, 78]. As Codd suggested, the only way to entice the casual user to interact with a data base system is to permit him free use of his native language. Therefore, the development of a natural language query system is necessary and important. The following discussion explains that the development of such a query system that relates to an existing data base system is possible by extending the concept of the hierarchy of user languages.

3.2 Hierarchy of User Languages

The hierarchy of data base interfaces, as presented in
Kraegeloh's description [Kraegeloh, 75], can be defined as follows:

1. Each interface is defined in terms of a lower interface, and may itself serve as the basis for definition of a higher interface.

2. There is exactly one interface which cannot be defined in terms of another interface and hence serves as the ultimate basis for all other interfaces.

Following the above definition, [Lockemann, 75] introduced some general rules on the design of user languages. He claimed that, keeping to those rules, a new interface can be defined in terms of its immediate predecessor, and at any level of the hierarchy, a user can formulate his queries without the necessity of knowing the language existing in the lower levels.

Based on their concepts, it is obvious that one possible step of abstraction is the definition of a new interface level which accepts natural language as input. To this new interface, the existing high level query language such as SEQUEL becomes the immediate predecessor. This query language, acting as the intermediate of the natural language, translates the natural language input into a formal query language, processes it down to
the lowest level of the hierarchy, and then translates the results or responses into the natural language acceptable to the user.

3.3 Development of Natural Language Query Systems

The above discussion claims that a natural language query system is possible to be developed on the existing hierarchy of user languages. Some systems that support natural language have already been developed both in the DBMS and AI research fields, such as RENDEVOUS, LUNAR, ELIZA and PLANES. The major difference among those systems lies in the emphasis on the type of dialogue which the system uses to communicate with its users. Those types of dialogue are as follows [Codd, 1974]:

Stroking Dialog

In this approach, when the system receives the queries from its user, it assures the user that it has been listening to him and invites him to continue his queries. Weigenbaum's ELIZA is of this type.

Contributive Dialog

In this approach, dialog involves contributive utterances and questions about changes of state in the given environment,
but not questions about the meaning of previous utterances. Winograd's SHURDLU is of this type.

Clarification Dialog

In this approach, dialog involves queries about previous utterances in the dialog. Codd's RENDEZVOUS and its version 1, version 2 and Waltz's PLANES are of this type.

Although there are some distinctions among the above approaches and systems, the ideas about the structure of a natural language query system which built up the user-system interaction are quite similar as shown in Figure 3-2. This diagram shows the interaction between the user and the major components of the natural language query system, as well as the relationships between those components.
FIGURE 3-2 Components of a Natural Language Query System
3.4 Relationships Between Components of the Natural Language Query System

In Figure 3-2, the relationship of three major components of a natural language query system are identified, and the system processes user query as follows:

(1) The user initiates his request in the form of his native language which may be both syntactically and semantically complete, or it may involve certain ambiguity resulting from syntax errors, incompleteness or semantic incompatibility. After the analyzer of the system language processor receives the query, it first reduces the redundant words or phrases in the query; then analyzes the syntax of the query and its semantics; third, the results of the analysis are used to generate a formal query defined by the system. This formal query may be incomplete either syntactically or semantically. If it is so, then the formal query is transmitted to the dialog control. The dialog control examines the logical completeness of the query, and decides what strategy the system should apply to communicate with the user in order to achieve the logical completeness of the formal query.
The decision is used to generate a question, usually in the form of multiple-choice, and transmitted to the user.

After the user provides additional information, the dialog control examines the logical completeness and repeats the above procedure until the objective is achieved. After the logically complete query is generated, the data sublanguage statements are transmitted to the synthesizer.

The synthesizer, after received the formal query, transforms it into a precise natural language restatement based on the formal query, and transmits this restatement back to the user.

If the user approves the system restatement, then the analyzer informs the synthesizer so that it can initiate the data retrieval operations. Otherwise, the above process will be repeated until there is an agreement reached between the user and the system.

The next part in this section explains the functions of each component involved in this four-step process.
3.4.1 The Analyzer

The analyzer performs three major functions: first, it translates as much as possible of the user's query into a database language; second, it discovers and analyzes the translation difficulties such as the ambiguity involved in the query, as well as generates sufficient parameters to enable the dialog control to piece together dialog appropriate to the state of translation and the state of the user interaction; finally, it provides interpretation of the user's response.

The way an analyzer performs the above functions is based on the technique of the implementation. In general, there are two consecutive operations involved in the analyzer: parsing and interpretation. In the parsing phase, the user's request is transformed into normalized form by reducing the redundant words or phrases. In the interpretation phase, the feature and value representation of the user's request is translated into the formal query language, which then will be used to proceed to the actual information retrieval activity.

3.4.2 The Dialog Control

The dialog control provides a base for experimentation with dialog styles and tactics. For example, it is the mechanism to
express how fully the user is kept informed of the system's progress in understanding his input and what type of dialog the system should generate in responding to the user's query.

The decisions on the construction of "re-statement" or "para-phrase" feedback to the user are the operations involved in this component. This feedback ensures that the further operation of the system will be consistent with the user's intention, or it clarifies the segment of the user's query which the system is unable to understand.

3.4.3 The Synthesizer

The synthesizer is responsible for translating the system's response, a restatement or the answer, back into natural language from the formal data sublanguage.

The above three principal components are fundamental to all the natural language query systems. Therefore, in implementing such a system, the implementor has to ensure that the system's design is able to perform the functions required in each component. In the next section, the implementation of two sample natural language query systems, RENDEVOUS and PLANES, are overviewed to examine the techniques required in implementing such a query system.
4. IMPLEMENTATION OF NATURAL LANGUAGE QUERY SYSTEMS

The discussion of the implementation of a natural language query system in this project is to be divided into three parts: first, to describe the general rules for developing such a system; second, to overview a block diagram developed by Codd [Codd, 78] which includes the concepts discussed in the previous section; and finally, to discuss the functional performance of the implemented systems.

4.1 The General Rules of the Implementation

In his "Seven Steps to Rendezvous With the Casual User", [Codd, 74] proposed seven steps required in the implementation of a natural language query system. They are:

1. Selecting a simple data model which can describe the data in a relatively simple way, both syntactically and semantically.

The selection of a data model is strongly affected by the fact that data definition would be performed by untrained personnel. It is believed that, in terms of the logical view of the data, the relational data model is by far the most comprehensible to the non-computer-professional user. The requirement that all data be in tables, with named field specifiers, unique keys, and no multiple-valued field entries,
would guarantee first normal form without causing conceptual difficulty on the part of the user. Unlike CODASYL DBTG systems, where the relationships among data items are explicitly stated via set relationships and the data manipulation language must navigate among the sets, in a relational scheme the data can remain simple in structure and the complexity can be buried in the access methods employed by the software, which are invisible to the user. The ability of the relational systems to create new relationships among data items in response to each new query also results in efficient use of space, as a complex network of links and pointers does not have to be maintained.

Based on the above comparison between two mainstream data models, by selecting the relational model, the user, particularly the casual user, can be effectively isolated from the actual data base organization, and this is also the main reason that both the RENDEZVOUS and PLANES systems apply the relational approach.

(2) Selecting a high level logic as the internal target

In the natural language query system, the user expresses his request by using potentially poorly formulated language statements. This informal query may be ambiguous and/or semantically incompatible with the data base description. In order to enable the system to detect those problems, the user's
source statements have to be translated into an internal, precise language which is acceptable to the system. The data sublanguage ALPHA, a relational calculus language [Codd, 1971], which was selected as the internal target by both RENDEZVOUS and PLANES, and DEDUCE, which was selected by RENDEZVOUS 1 and 2, are examples. The reason for selecting such a relational calculus language is because of its simplicity, completeness, nonprocedurality and extensibility. Most of all, "the ALPHA-like languages provide a common core of features that will be required in some shape or form in all natural languages" [Codd, 1974, 1978].

(3) Introducing a strategy by which the system can keep the dialog closely tied to the data base description and the user's intended query.

Most often, a user's query, while in the form of natural language, will omit information necessary to form an adequate query, such as ellipsis, using pronouns instead of nouns, or missing necessary information. There are many different strategies— that have been applied to allow the system to address these problems. In RENDEZVOUS, the analyzer simply ignores the incomprehensible words, during the analysis stage, translating the remaining comprehensible words into formal languages, and piecing them together to determine what things are missing. In
PLANES, in addition to the above strategy, a context register, the history keepers which store all semantic constituents of user's requests and answers to earlier questions and other information, and concept case frames, a template representation of an entire series of questions about the data base, are used by the analyzer. By applying the concept of pattern matching, if incomprehensible words are encountered, the analyzer looks back through past context register values to fill in missing elements in order to solve the above problems, and to extend the system's ability in the future analysis process.

(4) Introducing system re-statement of user's query

The purpose of the introduction of re-statement is to ensure that the system has correctly interpreted the user's query.

(5) Separating query formulation from the data base search

The purpose of this separation is to protect the user from what may be expensive searches for information he does not want.

(6) Employing multiple-choice interrogation as fall-back

When a user's query consists of certain words or phrases which are incomprehensible to the system such as a syntax error, undefined data item or record, or certain misspelled words, and the system cannot generate a formal query without understanding
them, the system needs to form multiple-choice question as a fall-back in order to prevent further problems with the interaction between the user and the system.

(7) Providing a definition capability

In a non-dialog environment, the user must observe the need for a definition and supply it to the system's library of definitions. But in the dialog environment of the natural language query system, the system must take this responsibility; it must detect the needs for definitions and extract them for the user.

4.2 A Block Diagram of a Natural Language Query System

By examining the research in the natural language query systems, particularly in Lockemann's KAIFAS, and Codd's RENDEZVOUS and its version 1, a block diagram which presents the structure of a natural language query system and describes the relationships between components of such a system can be introduced as Figure 4-1.
4.2.1 Analyzer

The analyzer, as mentioned in the previous section, has three major functions:

(1) To translate as much as possible of the user's query into a data base sublanguage.

(2) To discover and analyze the translation difficulties, as well as generate sufficient parameters to enable the dialog control to piece together dialog appropriate to the state of the translation and the state of the user interaction.

(3) To provide interpretation of the user's response.
FIGURE 4-1 A Block Diagram of a Natural Language Query System
The way an analyzer perform these functions is based on the implementation of the system. In general, the operations of the analyzer have been implemented as two types of analysis, namely, the syntactical analysis, which is used to reduce redundancies, and the semantic interpretation. For example, in RENDEZVOUS, the concept of transformational grammars [Barr 81; Feigenbaum, 81] is applied in the syntactical analysis: the analyzer, first, by using standard suffix transformations, drops redundant words such as "please" and transforms the words in the user's query into a normalized form independently; then, the phrase transformer recognizes the types of phrases and replaces them by phrases which are syntactically closer to the formal query language. In the interpretation phase, some of the phrase transformation rules, which are called "semantic templates", are applied to check the semantic compatibility of phrase components with one another by using the data description as the guide.

In the PLANES system, the above operations are further divided into four steps: first, the words of the user query are evaluated and substituted with the canonical words and synonyms, redundant words being reduced and ignored; second, the semantic ATNs (Augmented Transition Networks) are applied to the input request in order to determine the specific meaning of each phrase; third, concept case frames are applied to the above
phrases in order to find the pattern of the question; and finally, the filled-in concept case frame is translated into a formal query expression for use with the relational data base system in the information retrieval phase.

4.2.2 The Dialog Control

The Dialog Control takes the analyzer output, tests its logical completeness, and poses only those questions to the user that will yield a logically complete formal query. In order to produce a logically complete formal query for the information retrieval phase, the dialog control needs to determine certain tactics to allow the system to interact with the user so that the ambiguity involved in the user query can be clarified.

4.2.3 The Synthesizer

The Synthesizer translates the logically complete formal query output from the Dialog Control into a precise natural language re-statement. The operation of the synthesizer is the process of text generation [Barr, 81; Feigenbaum, 81]. The implementation of this process employs essentially the same concepts and grammar rules as the analyzer.
4.2.4 The Retriever

This component is invoked only when the user has approved the re-statement. After the retriever is invoked, it takes the logically complete formal query from the Dialog Control and retrieves data from the data base in order to generate an answer to that query. This retrieved answer is output to the synthesizer which then translates it into a precise natural language statement to the user. Thus, the major operation of the retriever is data base search. To process this operation, it is necessary to construct a set of search programs (generally written in LISP, APL or Pascal). By applying this set of search programs, the system performs following operations sequentially:

1. Selecting the relations or files to be searched.
2. Selecting an order for searching these files.
3. Generating an expression for testing and selecting tuple values to return while searching.
4. Generating a program to combine data, possibly from a number of different relations, so that the proper answer will be returned.
5. Deciding when to save the results of a search for
In addition to the above four major components, there are some equally important components that need to be implemented in the development of a natural language query system. The main function of these components is to provide support to the user, analyzer, dialog control and synthesizer during their interactions. These components are briefly described as follows:

(1) **KNOWLEDGE BASE**: This provides time-independent semantic and linguistic information about the database to allow the system to interact with reasonable intelligence concerning any natural language query whose formal counterpart lies within the class of formal queries supported as an internal interface (e.g. transformation rules for words and phrases).

(2) **EDITOR**: This provides a menu for the user to change his query or the system's version.

(3) **HELPER**: This provides a menu for the user to obtain general information about the kinds of data stored in the database.

(4) **SUPERVISOR**: This component is responsible for invoking...
The most important function provided by a natural language query system is that the system completely protects casual users from any data sublanguage; on the other hand, experienced users may still use the data sublanguage defined by the system to process their query.

5. NATURAL LANGUAGE QUERY SYSTEM FOR MADAM

MADAM is a bibliographic information storage and retrieval system developed within the DBMS Project of the Computer Science Department at the University of Southwestern Louisiana [Dominick, et. al., 80]. This system includes three major subsystems: Data Base Search Subsystem, Data Base Administration Subsystems, and System Administration Subsystem.

Prior to communicating with the MADAM system for information needs, users have to learn to handle a set of system commands. This requirement may keep casual users away from using such a system, or limit their use of the system. Thus, to serve this user group, the development of a natural language query system for MADAM is necessary. In this section, a framework for such a subsystem within the MADAM system is proposed based on the
In the framework presented here, the application of the natural language query sub-system is restricted and prepared only for the Data Base Search Subsystem of MADAM. The major reasons for imposing such a restriction are as follows:

1. Among the three subsystems within MADAM, the users of the Data Base Administration and System Administration Subsystems are typically information system and database professionals. Those who can use only the Data Base Search Subsystem may be the users who need a natural language query system.

2. The currently developed natural language query systems, such as RENDEZVOUS, PLANES and LUNAR, are mainly concerned with fact retrieval rather than updating data values or modifying data bases. The major reason for this development approach is that data base search is the primary function of any information system [Wiederhold, 83]. Thus, it is reasonable to develop a natural language query system for the Data Base Search Subsystem at the pilot stage.
The framework proposed here is organized into two major parts. The first part specifies four levels of the information retrieval process and describes required modifications to the existing MADAM system; the second part suggests a development approach for the natural language query system.

5.1 Four Levels of the Information Retrieval Process

It is helpful to describe how the system understands a user's query in the form of natural language, processes it, produces correct answer, and generates response to the user in the form of natural language. In this framework, the above process can be divided into four levels (see Figure 5-1). In the discussion on this subject, the first two levels are of primary concern since the introduction of these two levels would provide MADAM with the capability to understand and answer queries in the form of natural language in addition to formal query language commands.
FIGURE 5-1 Four Levels of the Information Retrieval Process
5.1.1 Natural Language Level

This level is the interface level of the casual user-system interaction. At this level, the user and the system communicate with each other in the form of natural language (dialog and/or multiple-choice questions). Each information retrieval activity is initiated when a user inputs his query and is actually terminated when the system's response is accepted by its user at this level.

The techniques involved in the design of this level is the capability of the system in translating natural language input into a system defined formal language and that of the natural language output generation. Each time the system generates a re-statement of the user's query, it should output the re-statement along with the user's query so that the user may compare his own query with the system's perception of his query. If the system finds any ambiguity in the user's query, it may generate questions in the form of a multiple-choice questions along with some hints and the user's source statement so that the user may review his intention and modify the query statement using the assistance provided by the system.
5.1.2 Natural Language Processor

The user query in the natural language query system is non-procedural and informal; on the other hand, the commands used in the Data Base Search Subsystem of MADAM are non-procedural, but highly structured and formal. Thus, it is necessary to have a natural language processor which can perform the syntactical and semantic analysis on a natural language user query and generate a formal query acceptable by the existing system.

The design of such a processor, based on the discussion in the last sections and especially Figure 3-1 and Figure 4-2 should include the analyzer, the dialog control and the synthesizer, as well as other assistance components such as the knowledge base and helper.

The basic work of the analyzer is to transform the natural language query, syntactically and semantically, into one of three types of formal query expressions in the Data Base Search Subsystem by applying the grammar rules, relations, tuples and operators stored in the knowledge base. The synthesizer performs the same function in the reverse direction.

In designing these two components, as discussed in the previous sections, the designer should, first, construct a set of grammar rules based on the relations in the data base and the
selection of appropriate techniques of natural language understanding, such as transformational grammars and case grammars; second, develop a knowledge base of sufficient size and capability. This knowledge base, which must be installed into the MADAM system will serve as the brain of the Natural Language Processor in natural language understanding. Thus, the design of such a knowledge base is not only important but critical to the success of the natural language query system.

Different from most developed natural language query systems, in which a relational calculus language, ALPHA, is applied as data sublanguage, the formal query applied in MADAM is a higher-level language. Thus, in the design of this phase, a two-step translation may be required. In this process, a relational calculus language may be used as an intermediate between natural language query and the data sublanguage used by the MADAM system.

The Dialog Control needs to check the logical completeness of a user query and pose questions to the user in order to organize a logically complete formal query. Thus, some semantic analysis techniques such as ATNs should be considered in the design of this component.

The helper component will be constructed by modifying the
help commands in the MADAM Data Base Search Subsystem so that the result of each "help" command can be presented in a form of precise natural language.

Since the Natural Language Processor performs many functions and operations, it is necessary to have a driver which invokes the appropriate operation by initiating a specific subroutine mentioned above based on the state of the transformation process. Therefore, it is necessary to design a Supervisor routine to invoke and supervise various operations.

5.2 The Development Approach for the Natural Language Query System

It is predictable, in the development of a natural language query system within MADAM, that many problems and difficulties will be encountered, for example, how large of the knowledge base is required for such a system? Can the system being developed understand any natural language query? How many rules are needed to be generated for the syntactic and semantic transformation?

5.2.1 The Traditional Approach of Query System Design

Traditionally, commercially available database systems usually offered comparatively general-purpose interfaces which
were suitable only for "DB specialists". Under this approach, two basic assumptions on the users of computerized information system were widely accepted. The assumptions and their critiquing references are:

(1) Whenever a user conceives a query, he can convey his intent to the system faithfully and precisely [Codd, 74].

(2) The user is willing to develop the appropriate skills and learn the "user-supports" to operate an information system [Eason, 75].

Since the user group of a natural language query system is casual users, the above assumptions are obviously invalid. For example, many researchers have found that, when using an information system, the casual user tends to expect a tool which fits his needs and does not expect to modify his own behavior to fit the system needs. Additionally, the requirement of learning formal query languages usually causes one of three responses:

(1) Non-use of the system.

(2) Limited use of the system.
(3) The use of a human intermediary.

Therefore, in order to develop a natural language query system which can provide an effective casual user-system interface, traditional thinking concerning the nature of users must be adjusted.

5.2.2 Experimental Approach

To adjust the traditional approach of query system development, this project proposes an experimental approach. The fundamental assumption of this approach is that, in an information system providing a natural language interface, the system has to "think" and "speak" as its user, a human being. Based on this assumption, the designer has to understand the mainstream concepts of behavioral science, such as learning psychology and human communication theories, as well as of natural language understanding and knowledge representation in the AI field.

Based on the concepts of behavioral sciences, it is reasonable to understand that it is impossible, at the early stage of development, to have a system whose "experience" and "intelligence" allows it to understand all the queries or issues of human conversation, and to use natural language fluently. On
the contrary, a natural language query system should have a limited capability of both natural language understanding and natural language generation, and this capability should grow gradually by the increase of its "experience" and "vocabulary".

The experimental approach proposed in this project is based on the above consideration. The development of a natural language query system should be accomplished by consecutive experiments. In each experiment, the designer should restrict the scope of queries in limited topics and obtain certain distinct natural language requests in these topic areas through interviewing "sampled" casual users; then, develop a subset of a natural language query system which has the ability to "understand" these queries and "respond" to these queries. The developed system, then, should be integrated with previous developed subsets of the system. In such a way, the knowledge base of the system can be expanded as well as the system's ability to understand and use the natural language.
6. CONCLUSION

Computerized information systems are created for the benefit of the end users. According to Codd's estimate [Codd, 71], "by the mid 1990s, the home/casual user of such systems will be the dominant factor in the total utilization of database resources". If computerized information systems are to become everyday tools of casual users, the needs and desires of the casual users must be accommodated. Therefore, the development of natural language query systems must become a major trend in information system development.
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