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A computer program has been developed for improving the quality of unstructured triangulated surface meshes in the vicinity of component intersections. The method relies solely on point removal and edge swapping for improving the triangulations. It can be applied to any lifting surface component such as a wing, canard, or horizontal tail component intersected with a fuselage, or it can be applied to a pylon that is intersected with a wing, fuselage, or nacelle. The lifting surfaces or pylon are assumed to be aligned in the axial direction with closed trailing edges. The method currently maintains salient edges only at leading and trailing edges of the wing or pylon component. This method should work well for any shape of fuselage that is free of salient edges at the intersection. The method has been successfully demonstrated on a total of 125 different test cases that include both blunt and sharp wing leading edges. The code is targeted for use in the automated environment of numerical optimization where geometric perturbations to individual components can be critical to the aerodynamic performance of a vehicle. Histograms of triangle aspect ratios are reported to assess the quality of the triangles attached to the intersection curves before and after application of the program. Large improvements to the quality of the triangulations were obtained for the 125 test cases; the quality was sufficient for use with an automated tetrahedral mesh generation program that is used as part of an aerodynamic shape optimization method.

INTRODUCTION

Individual aircraft component surfaces are often represented by an unstructured mesh of triangles. Surface grids obtained through computer-aided design (CAD) systems or developed for detailed or preliminary design that extend through components to which they are attached simplify the mesh-generation process and allow for movement of the individual components. CAD-based and external intersection methods exist that intersect and remove the interior triangles from the joined components. Although accurate surface representation is achieved, poor quality triangles are nearly always formed along the intersection. The quality of the triangles along the intersection is inadequate for use with tetrahedral volume mesh generators.

Tetrahedral mesh-generation methods require moderately high-quality surface triangulations to generate high-quality tetrahedral volume meshes since each of the surface faces forms at least one of the faces of a tetrahedron. Triangle aspect ratio, which is defined as the inscribed circle radius ($r$) divided by the circumscribed circle radius ($R$), is used to measure surface mesh quality (the highest-
quality triangle is equilateral, aspect ratio 1/2). Aerodynamic shape optimization (ASO) methods employing tetrahedral meshes have been limited to design shape changes that do not change the intersection between components (ref. 1). Shape changes are applied either to all components (such as fuselage camber being carried onto the wing component), or the geometric changes are applied to individual components outside the intersected region. This limitation may significantly reduce the aerodynamic performance gain that could be achieved through shape optimization of a particular vehicle. An automated method to improve the quality of triangulations in the region of intersected components is the subject of this report. The method is referred to as the intersection clean up (ICU) method. The ICU method uses an existing surface triangulation intersection program that was developed for Cartesian meshes by M. Aftosmis (ref. 2). This method is very robust, and it maintains all points outside the intersection to maintain the shape of the individual components and removes all interior points. However, the intersection method creates poor-quality triangulations (triangles with small aspect ratios) and can create degenerates such as co-linear or nearly co-linear triangular faces along the intersection regions. (The Cartesian method is insensitive to poor quality or degenerate triangulations, whereas the tetrahedral grid method is dependent upon a reasonable-quality surface grid.)

Good-quality surface triangulations are important for use in advanced ASO methods. Unstructured grid-based methods are ideal for handling geometries that have newly formed intersection regions. Quality surface meshes allow for the use of a robust tetrahedral-grid-based Euler method known as AIRPLANE (ref. 3) to be used for ASO. This optimization method has been used to optimize complex vehicles with short grid-generation lead times almost regardless of geometric complexity. The use of this method is further warranted since it has recently been developed with a computationally efficient method of achieving gradient computations, known as an Adjoint method (ref. 4). Formerly, the method relied solely on finite differences for its gradient computations (ref. 1).

The ICU method should be useful to other methods that use triangulated surfaces that require the removal of nonphysical triangulations (zero-area triangles) such as a panel method used at Ames named CBAERO (ref. 5).

INTERSECTION CLEAN-UP ALGORITHM DESCRIPTION

The ICU program is a multisteped procedure. It comprises four steps that are repeated three times. The input requirements are two closed (water-tight) surfaces and a non-closed surface grid with a single opening. Examples of these surfaces are shown in figure 1 for a wing, body, and empennage with a horizontal T-tail, and vertical tail surfaces. Typically the wing with an open root section is used as the surface grid of the non-closed surface (fig. 1(a)). The edges around the opening of the non-closed surface are identified and used to determine the “distribution curve”—the basis of the point distribution on the final intersection. This will allow ICU to maintain the clustering of points at the leading or trailing edges or to preserve a clustering on either the upper or lower surface. A sectional input could be used alternatively, if an open surface grid is not available. The water-tight components of the configuration must intersect in only one location, thus the wing root must be entirely inside the fuselage and cannot be closed off at the symmetry plane if the fuselage is closed at the symmetry plane (fig. 1(b)). The wing must be the first component of the two water-tight
surfaces, and the fuselage and any remaining surfaces are considered to be the second component. Figure 1(c) shows that the wing root is a closed surface, since it is behind the fuselage in figure 1(b).

The ICU program removes triangles, and/or swaps edges along the intersection. This causes a less-accurate representation of the surface than was represented by the original intersection. This is a necessary consequence of the program to improve the quality of the triangulation while keeping much of the surface triangulation unchanged outside the intersection. The accuracy with which a triangulated surface mesh represents a surface is only as good as the density of points that are provided in the original surface. It is the responsibility of the user to provide sufficient point densities on the original meshes of individual aircraft components, and to provide an adequate distribution curve. If a proper distribution curve is provided and the original surface meshes on the individual components have sufficient point densities to accurately represent the true surfaces, then this method should not degrade the accuracy of the surface representation.

The surface grids of two water-tight components are intersected via an external call to M. Aftosmis’s INTERSECT program. INTERSECT provides the user with the union of the two components with the interior points removed. The triangles associated with each of the two components are retained. Retention of the component’s numbering allows the ICU program to find the intersection by obtaining the single-use edges on either component. The intersection points are arranged to form a polygonal curve of either clockwise or counterclockwise orientation beginning at the trailing edge upper or lower surface. This process is currently done through an external call to a program named APTRIANG, which was written to the author’s guidelines by S. D. Thomas. This program is called before each step in ICU to obtain new intersections and to remove collapsed triangles. Each selected poor-quality triangle is collapsed during the first three steps of the ICU program by mapping one triangle point to one of the other two points. APTRIANG can detect this particular type of triangle collapse and it can remove the collapsed face from the database. APTRIANG is also used to orient all the faces of a dataset so that all surface normals are pointing in same directions (in or out). It is also used to remove duplicate points or points that are within a specified distance of other points in the triangulation. Occasionally INTERSECT results in ill-formed triangulations with points very close together where an intersection point of one component does not match to the intersection point in the other component. This is easily handled with the aforementioned feature in APTRIANG. APTRIANG has many other features, but those are the primary ones used by external calls from ICU.

The following paragraphs give a brief description of each of the four procedural steps in the ICU program. Programming details are omitted with regard to maintaining the leading and trailing edge points and maintaining the shape of the salient edges when sharp-edged wings are used. This method was also designed to improve the quality of intersections of wings with blunt leading edges without having to specify the shape of the leading edge. Obtaining good triangulations around both sharp and blunt leading edges was the main challenge of creating this program.
Step 1 of the ICU Program

The first step of the program is to remove points or groups of points on the two components that are too close to each other. Groups of 1, 2, 3, or 4 neighboring points on the intersection curve are selected for removal by comparison with the spacing of the distribution curve with the spacing of the intersection curve. The distribution and intersection curves are normalized by the length of the chord in the streamwise direction (axially), thus the two curves are parameterized between values of 0 to 1, and spacing differences can be compared. If the spacing on the intersection between points after removal of the single point (or multiple points) is less than a specified fraction of the spacing of the distribution curve, then the point (or points) can be removed. A single intersection point is a candidate for removal only if the point and its two neighboring points all have a common third point off the intersection on both components. This is demonstrated in figure 2. Only the red edges are candidates for removal. This is a fairly simple step because removing these points will not cause any crossed-over triangles (this is discussed during step 2 of the procedure). The points are removed by assigning the candidate point to one of its neighbor’s point values on the intersection; it does not matter which neighbor (to the right or left) in this single-point removal case.

If two neighbor points are found as candidates for removal (fig. 3), then either one or both points are removed, depending on the intersection-point spacing after single or multiple points are removed. ICU first attempts to remove both points if the spacing after removal is less than the reference curve spacing; otherwise it attempts to remove one or the other of the two candidate points. The points chosen for removal are assigned the value of the last non-chosen point.

The situation whereby three candidate points are labeled for removal is shown in figure 4. The algorithm attempts to remove all three points, and then groups of two, and then single points. The algorithm checks for groups of up to four candidate points for removal and follows a similar algorithm. The fact that there could be more than a group of four points for removal is handled by the algorithm repeating this step two additional times.

A test case of a truncated wing that is intersected with a truncated cylindrically shaped fuselage is used to show the results of each step of the ICU program. By truncating the components, the turnaround time was greatly improved during the development of this code. This case consisted of 3,094 surface points, and the wall-clock time for ICU was about 268 seconds on a 225-MHz R10000 chip SGI workstation. This test case was used as the primary dataset to debug the code. In an attempt to encounter many different triangulations and situations or combinations of circumstances as one would encounter during the course of optimization, the wing was shifted in the vertical direction to 40 additional positions. Figures 5(a) and 5(b) show the range of wing positions, with the wing in the highest vertical position in figure 5(a) and lowest position in figure 5(b). Also tested were 38 additional positions equally spaced between the two positions shown in figures 5(a) and 5(b). The triangles on the wing are red, and those associated with the fuselage are blue. The tip of the wing, the symmetry plane, and the forward and aft surfaces of the fuselage are removed in these figures to inspect the inside of the geometry. The intersection between the wing and fuselage is shown in detail in subsequent figures as the grid is modified via the ICU program for the region depicted by the white box in figure 6. The nonshifted case was selected for the examples used to show the improvements of the triangulations during the execution of the ICU program.
The original wing intersection and the results after step 1 of the ICU program are shown in figures 7(a) and (b) for the region depicted in figure 6. Figure 7(a) is the intersection before clean-up, and figure 7(b) is after step 1 of the ICU program.

**Step 2 of the ICU Program**

Step 2 of the program is similar to step 1, in that points along the intersection are removed if they are too close to each other. However, this step does not require that the intersection points have a common third point with neighboring intersection points. The program marches along the intersection in either a clockwise or counterclockwise manner, through a loop with index \( i \). The algorithm attempts to replace Cartesian coordinates at \( i + 1 \) with those at \( i \). This has the effect of moving point \( i + 1 \) to \( i \). The resulting triangle after collapse will be \( i, i + 2 \), and the third point of the triangle of the original \( i + 1 \), and \( i + 2 \) intersection points (\( P_3(i + 1, i + 2) \)). In general this step of the program cannot be done without checking prior to collapse whether the collapse will create crossed-over triangles. The nomenclature used previously, \( P_3(P_1, P_2) \), is used to mean the third point (\( P_3 \)) of the triangle with vertices \( P_1 \) and \( P_2 \) throughout the text of this report.

In order to avoid wrinkles or crossed-over triangles, the angles of the triangles formed with the two points on the intersection and the point on the surface of each component must be computed for the original triangulation, and also for the new triangulation after edge collapse. The interior angles are computed using the law of cosines. The angles at vertex \( i \) of the original triangulation and the resulting triangulation after edge collapse are compared. Rather than compute the angles for the newly formed triangle by \( i, i + 2 \) and the original \( P_3(i + 1, i + 2) \) intersection points, the angle between \( i, i + 1 \), and \( P_3(i + 1, i + 2) \) is computed. This is a fictitious triangle that is never formed, but used for the computation of \( \beta(\text{new}) \) so that this approach will work for nonstraight intersections. \( \beta \) is the angle on side \( i \) of each triangle and is the angle between \( i + 1, i \), and \( P_3(i, i + 1) \), the triangle off the intersection, and \( \beta(\text{new}) \) is the angle measurement between \( i + 1, i \) and \( P_3(i + 1, i + 2) \) intersection points. \( \beta \) and \( \beta(\text{new}) \) are compared, and if \( \beta(\text{new}) \) is less than or equal to \( \beta \), then it is possible to collapse the point \( i + 1 \) to \( i \). Figure 8(a) shows an example of when the cross-over test shows that no cross-over will occur. Figure 8(b) shows an example where a cross-over would occur, and thus the intersection must not be altered. Note that in figures 8(a) and 8(b), only one component is shown to simplify the drawing, but both components would have to have no cross-overs and the spacing would have to be sufficiently small to warrant a collapse. Also note that the direction in which \( i \) increases is different in figures 8(a) and 8(b) since the direction is irrelevant to the procedure. The spacing criterion for edge collapse is that the normalized edge length between \( i \) and \( i + 1 \) be less than 1/3 of the normalized reference curve spacing. This value can be increased for a more aggressive clean-up. This entire step is repeated until no edge collapses are obtained. Thus, surface grid files are written after each pass around the intersection, and APTRIANG is used to remove the duplicate points/edges of the collapsed triangles before the method is reapplied. The step is complete when no edge collapses are made in the previous pass.

The resulting intersection after step 2 of the ICU program is shown in figure 9. Compare this figure with figure 7(b) to see the improvement in the surface mesh quality.
Step 3 of the ICU Program

The third step in the program is used to collapse edges/remove points off the intersection; that is, drive points from the individual components to the intersection curve. This differs from the first two steps, which were collapsing edges on the intersection curve. Simply stated, this step in the program is used to remove points on the individual components that are too close to the intersection curve. It treats only triangles with third points between two successive intersection points. It looks at the $\alpha$ and $\beta$ angles of each successive pair of points on the intersection and the pair’s third point of the triangle that lies on each individual component. It treats the two components separately. $\beta$ is the included angle formed with the intersection point $i$, and $\alpha$ is the angle formed with the next successive intersection point $i + 1$. This is shown in figure 10. The length $a$ is the distance from point $i$ to the third point of the triangle, and $b$ is the length from $i + 1$ to the third triangle point. This step collapses edges based on two criteria, the size of the angles $\alpha$ and $\beta$ and the lengths of the edges $a$ and $b$. The top and middle diagrams show examples of where the angular measurements of $\beta$ and $\alpha$ are small, respectively. If $\alpha$ or $\beta$ are less than 20 degrees (arbitrarily chosen—larger angles would allow for more aggressive clean-up), then the triangle will be collapsed. As depicted in the diagrams, it replaces the third point of the triangle (not on the intersection) with one of the other two triangle points, the closer of the two points that lie on the intersection curve. This step also collapses based on the normalized edge lengths (edge lengths $a$ and $b$ divided by the chord). It compares the normalized edge length with the normalized reference curve spacing. If these normalized dimensions are less than $1/5$ of the normalized reference curve spacing, then it attempts to collapse to the shorter edge. This takes care of some of the points that were too close together in step 2, but could not be collapsed because of cross-over as depicted in figure 8(b).

There are several instances whereby step 3 cannot be implemented based on just the angle and edge-length criteria. The problem is that the method can produce degenerate triangulations with nearly co-linear points; these triangulations are referred to as pancakes. The triangulations upstream and downstream of the current candidate triangle for collapse (with vertices $i$, $i + 1$, $P3(i, i + 1)$) must be examined prior to edge collapse. The upstream points are labeled $P3 + 1$, $P3 + 2$, etc. and the downstream points are labeled $P3 – 1$, $P3 – 2$, etc. The region that is examined is depicted in figure 11. This figure shows a situation that the method would cause a pancake if $P3$ were replaced with the point at $i + 1$, since $P3$ is equal to $P3 – 1$, and $b$ is less than $a$. A similar situation occurs if $P3$ is equal to $P3 + 1$ and if $a$ were less than $b$. A second example of a non-collapsible state is shown in figure 12. Here $P3$ is equal to $P3 – 2$, and a collapse is not possible to either $i$ or $i + 1$. Similarly, if $P3$ is equal to $P3 + 2$, $P3$ cannot be replaced with either $i$ or $i + 1$ without creating a pancake. The third example of a non-collapsible triangle involves the marking of the new third point, $P3(new)$, of the last collapsed triangle. In figure 13, if $b$ is less than $a$ and $P3$ is replaced with the intersection point $i + 1$, then the new third point after the collapse is the alternate third point of the triangle with the common dual-use edge ($P3$, $i + 1$) that is not the intersection point $i$. In this case, $P3(new)$ is equal to $P3 + 1$, and $P3 + 1$ cannot be replaced. The fourth example also involves marking points based on the situation depicted in figure 14. Here it is acceptable to collapse side $b$ ($P3$ and $P3 + 1$) to the intersection point $i + 1$. If the third point of the dual-use edge (with vertices ($P3$, $i + 1$) does not equal $i$, but equals $i + 2$, then you must mark the dual-use edge’s third triangle point for edge ($P3$, $i + 2$), that does not equal $i + 1$, as nonreplaceable. In this case, the nonreplaceable point is $P3 + 2$, circled in red in the figure. It is not necessarily $P3 + 2$, but is the third point of the triangle with edge ($P3$, $i + 2$) that is not $i + 1$. In the reverse situation (not depicted), whereby side $a$ is col-
lapsed and the dual-use edge \((P3, i)\) is equal to \(i - 1\), not \(i + 1\), the noncollapsible point is the third point of the triangle with common edge \((P3, i - 1)\) that is not equal to \(i\).

Improvements to the test case after step 3 of ICU are shown in figure 15 (compare with fig. 9). It has collapsed two triangles on the wing and one triangle on the body. Step 3 is skipped when it encounters one of the situations outlined previously that cause a degenerate pancake triangulation. The thin triangles that could not be collapsed through this step are repaired through re-application of this step with different neighboring triangles from the cycling, through the other steps of this program, or through the use of edge swapping (step 4 of program).

**Step 4 of the ICU Program**

The fourth step of the program is used to improve the quality of the triangulation through edge swapping. Unlike the former step, it handles surface points that are close to the intersection that are not between two intersection points. Four types of swaps are used in ICU. The first two are referred to as \(P4\) and \(P5\) swaps, and are shown in figure 16. The two edges joining the intersection points \(i\) and \(i + 1\) and \(P3(i, i + 1)\) have edge lengths \(a\) and \(b\), respectively. The point \(P4\) is the third point of the triangle with the dual-use edge \(a\) that is not \(i + 1\). \(P5\) is the third point of the triangle with the dual-use edge \(b\) that is not \(i\). The candidate swaps are edge \(a\) swapped with edge \((i + 1, P4)\) and with edge \(b\) swapped with \((i, P5)\). The candidate swaps are shown as red dashed lines. The aspect ratios are compared for the two original triangles and the two triangles formed after a swap. The computation of the aspect ratio, the in-radius \((r)\) to circumcircle ratio \((R)\), require only the edge lengths of each triangle. Poor-quality triangles have values near zero, and equilateral triangles (greatest quality) have a value of \(1/2\). The minimum ratio of the original two triangles and minimum ratio of the two newly formed triangles are compared. A swap is made if the minimum ratio of the two swapped triangles is greater than the minimum ratio of the two original triangles. In the figure, a \(P4\) swap would clearly result in an improvement to the triangulation.

It should be noted that before a swap is ever examined, it has to be determined that a swap could physically occur without cross-over. This requires that the included angles of the triangles be computed in addition to the edge lengths. For example, for a \(P4\) swap to be physically possible, the angle at \(i\) formed with \(i + 1\), and \(P4\) must be less than 180 degrees, and the angles that form the angle \((i + 1, P3, P4)\) must also be less than 180 degrees. Each type of swap has its own two angle tests that have to be satisfied before a swap is examined or attempted.

The \(P4\) and \(P5\) swaps were the first two types of swaps that were coded, but it was soon realized that additional swaps were required. A situation arose where the points \(P3\) and \(P5\) were spread apart, forming a poor-quality triangle with the points \(P3, P5, i + 1\). The situation is shown in figure 17. \(P6\) is the third point of the triangle with edge \((P3, P5)\) that is not equal to \(i + 1\). In the figure, swapping the edge \((P3, P5)\) with edge \((i + 1, P6)\) improves the quality of the triangulation. \(P6\) swaps are not allowed in the leading and trailing edge regions of the wing component to maintain the sharp edges.

The last type of swap that is used is a \(P7\) swap, shown in Figure 18. \(P7\) is found by finding the third point of the triangle with edge \((P3, P4)\) that is not equal to \(i\). This type of swap is also not allowed in the leading and trailing edge region of the wing component in order to maintain the sharp edge. The
A P7 swap was necessary to improve the triangulations on the body component in the trailing edge region.

Only one swap is permitted for each i as the index traverses the intersection points. It checks whether P4, P5, P6, and P7 swaps are beneficial, respectively. It appears that if one of these types of swaps is beneficial, the other swap types would not be beneficial. Clearly, it is never the case that all swaps would ever be necessary. The program cycles through step 4 three times, thus at most three of the four types of swaps could be obtained for each edge along the intersection. It is doubtful that more than two would ever be needed.

Prior to performing any of the four types of edge swaps, the program checks for degenerate triangles. It makes the assumption that the point representation is sufficiently dense that any three points along the intersection are nearly co-linear (except for the leading and trailing edge points). Thus, pancakes can be found by checking for an edge joining i to i + 2. It handles this situation by swapping edge (i, i + 2). This edge is a dual-use edge. It finds the third point of the triangle with the common edge that is not i + 1, and swaps the edge with this point and i + 1 with the edge (i, i + 2). A situation also arose where a three-edge pancake was found; an edge joining i to i + 3 was encountered. This is also handled with a swapping technique similar to the aforementioned.

The results of this edge-swapping routine for the test case are shown in figure 19 (compare with fig. 15). Note that three swaps were performed on the wing, and four on the body. Swaps on both the wing and body are partially visible on the left side of the figure. The triangulation looks very good, but on the wing component (about 1/4 of a frame to the left of the right side of the frame) is a point that is too close to the intersection with an included angle of less than 20 degrees. The result of the swapping has created a triangle that can be repaired via step 3 of ICU. The next two steps of the program, steps 5 and 6, do not alter the triangulation in the displayed region. Step 5 repeats step 1, and step 6 repeats step 2. Step 7 repeats step 3, which collapses the aforementioned triangle on the wing (fig. 20). Steps 8–12 did not alter the triangulation in this region, so results are not shown. The resulting grid (fig. 20) is greatly improved compared with the original triangulation in this region (Fig. 7(a)).

In addition to visual inspection, the aspect ratios (the in-radius (r)/circumradius ratios (R)) were computed for the triangles along the intersection (triangles with two of the three points on the intersection) before and after application of ICU. The ratio was multiplied by 2 for a ratio range from 0 to 1. The number of triangles with ratio values between each tenth were counted to separate the triangles into 10 classes to show the frequency (number) of the triangles within each class interval before and after applying ICU (fig. 21). Percentages are reported rather than the actual frequency values since the number of triangles along component intersection are significantly reduced after application of ICU. This shows that the largest percentage of triangles were of the poorest quality (0 < 2r/R < 0.1) before application of ICU, and none of the triangles were of the poorest quality after application of ICU. Furthermore, the largest percentage of triangles were of the best quality (0.9 < 2r/R < 1.0) after application of ICU. The minimum, maximum, and average aspect ratios (2r/R) were 0.0009, 0.999, and 0.387, respectively, before ICU was applied. After application of ICU, the minimum, maximum, and average aspect ratios were 0.193, 0.999, and 0.737, respectively. The average ratio after application of ICU represents an improvement of 90% compared with the triangulation before application of ICU. The improvement over the minimum quality triangle is 21,344%.
The program was further demonstrated on a total of 125 test cases using two different configurations. The intersections on both configurations lie between wing and body components. The first test case, already introduced in the algorithm description, has a sharp leading edge wing component, and the second test case has a blunt wing leading edge (typical supercritical wing shape). The sharp-leading-edged wing test database was translated vertically to 41 different positions. The blunt-edged wing test case was tested with four levels of mesh densities. For each level, the wing was translated vertically to 21 different positions, for a total of 84 test cases with blunt leading edges. Thus, both blunt and sharp test cases comprise 125 test cases. The results of the method were assessed by visual inspection of triangles formed along the intersections at all 12 steps of the program during the development of the algorithm. Movies were made at several locations (seven locations for the sharp-leading-edge test cases and four locations for the blunt-leading-edge test cases) along the intersections of all test cases so that individual frames could be manually advanced at each inspection location to show the results of each step of the ICU process at all intersections. Thus, \((4 \times 4 \times 41) + (7 \times 21) \times 13\) frames have been carefully inspected for algorithm programming errors. The movie-making process was automated, but took 1–2 days for all the movie frames to be made. The inspection time took an hour or two to review all the frames. The use of movies was vital to the development of the code. Additional movies were made at locations where programming errors were encountered and in most cases they revealed the step in the program where the program was flawed.

**Sharp-Leading-Edge Wing Test Results**

Three of the seven views that were used for visual inspection during the development of ICU for the sharp-wing test case are shown for two of the 41 vertical wing locations in figures 22 and 23. These views include the wing trailing and leading edge as viewed from above, and a mid-wing location viewed from below shown in the top, middle, and bottom portion of the figures, respectively. These two vertical locations of the wing were randomly selected from the 41 positions since only a small number of cases can be presented in this report and since all cases had nearly equivalent mesh quality improvements. As demonstrated in the figures, the wing maintains its sharp leading and trailing edges. This was accomplished on all the test cases. Maintaining these two salient edges required modifications to the program to properly maintain the sharp wing leading and trailing edges. Many changes were required in all four steps of the program to achieve this, but these details will not be reported here since it is beyond the scope of this report.

The mesh quality statistics in terms of the percentages of triangles along the intersection within each of the ten class intervals are shown in figures 24 and 25 for the two translations. The percentages of all 41 test cases were averaged and are shown in figure 26. The percentage of triangles in the poorer-quality categories is very low (less than 5% for the first four categories), and the percentage of triangles increases nearly linearly to the higher-quality categories, reaching approximately 23% of the triangles in the highest-quality category. The similarity with the randomly selected individual results of the two test cases and the average results for all 41 test cases indicate that ICU performed well for all 41 test cases. The minimum, maximum, and average aspect ratios \((2r/R)\) were also aver-
aged for all 41 test cases. These average values before application of ICU were 0.0007, 0.998, and 0.407, respectively; after application of ICU the averages were 0.164, 0.999, and 0.730, respectively.

The final and most important measurement of success for the ICU program is determined by the success of the automated tetrahedral volume mesh generator (ref. 6) that is used within the optimization method used at Ames. Hence, the mesh generator was attempted on all the intersections after clean-up, and was successful in generating volume meshes for all 125 test cases. A few of the test cases were run through the AIRPLANE flow solver for additional confirmation of the success of the ICU program.

**Blunt-Leading-Edge Test Results**

The blunt-leading-edge test case had four levels of surface mesh refinement. For each grid refinement level the wing was vertically translated to 21 different positions, every inch from 0 to –20 inches before intersecting with the fuselage. Figures 27(a) and 27(b) show the wing in the uppermost vertical position (Shift = 0) and the lowest position (Shift = –20), respectively. The blunt-leading-edge test cases were at first flawed because of programming errors that did not arise until the blunt-leading-edge wing was attempted. After these were corrected, the program was successful at handling blunt leading edges and able to maintain the leading edge point of all the blunt-leading-edge test cases. The five inspection sites were evaluated via movies for each region of the intersection and found to also produce triangulations of moderate to high quality along the intersection after ICU was applied. Three of the five inspection sites are shown for one of the wing positions (the wing shifted by –8 inches) for each of the four levels of mesh refinement. The approximate location of the inspection regions are shown from afar with the same viewing angle as subsequent figures for the coarse mesh grids prior to the application of the ICU program (figs. 28(a)–(c)). These three inspection regions are shown for each level of mesh refinement in figures 29–32. Compare the left (pre-ICU) and right sides (post-ICU) of these figures. The upper two figures are of the wing trailing edge region viewed from above the wing; the middle two figures are of the wing leading edge also viewed from above the wing, and the bottom two figures are of the mid-chord of the wing viewed from above the wing. The coarse-mesh test case (fig. 29) shows faceting on the resulting triangulation as observed by brightness changes on the triangles upstream of the wing trailing edge on the fuselage component. This coarse mesh is used for multigridding purposes for the Euler flow solver, and is not of sufficient density to predict accurate flow solutions. This extreme example highlights the downfall of this method, in that the method lessens the accuracy of the surface representations in the region of the intersection. However, if adequate density surface meshes are used, as in the finer mesh examples (figs. 30–32), this effect is diminished to the point of being non-apparent and definitely non-problematic. The shaded surfaces in these finer-mesh results do not show any shading differences to indicate faceting of the surface. The wall-clock times for the four grid density levels (from coarse to fine) were 363, 691, 1495, and 4404 seconds for grids of 4,267, 10,831, 31,418, and 44,504 surface mesh points, respectively, on a SGI workstation with a 225-MHz R10000 chip.

The histograms of the average-aspect-ratio values within the ten quality categories are shown for the four mesh densities in figures 33–36. The pre- and post-ICU results are shown. These results also show good before-and-after improvements in cell quality along the intersection edge (compare figs. 33–36 with figs. 24–26). However, the blunt-leading-edge test cases do not obtain as high a percent-
age of triangles in the best-quality category. This is thought to be because the leading edge region on the blunt configuration was developed as a structured mesh to eliminate faceting. These triangles are of slightly poor quality, with one angle of each triangle being approximately 90 degrees, whereas a purely unstructured grid can achieve equilateral triangles.

The resulting surface meshes after application of ICU to all 84 blunt-leading-edge test cases were run through the tetrahedral volume grid generator. The success rate was 100%.

**FUTURE WORK**

The program will be coupled to the optimization framework at Ames and applied to an optimization problem where the wing is free to translate and geometric shape changes can be applied to the wing surfaces that extend inside the fuselage. The incorporation the ICU program to the optimization environment will allow for testing of hundreds of intersections. The program will subsequently be examined for computational speed improvements. Clearly, the subroutines of APTRIANG can be incorporated into the source code to eliminate the external calls and the reading and writing of the surface meshes. The code may be further sped up by truncating the components so that only surface triangles in the region of the intersection will be used with the ICU program. This will involve automating the truncation of components, forming new surface triangulations on truncation regions, and removing these temporary surface meshes after ICU is applied. The symmetry plane closure requirement could be achieved by using a pre-existing program “zip-up” (written by S. D. Thomas) that can automatically provide the symmetry plane closure instead of forcing the user to provide closed surface components.

In addition, the code may be extended to work for any intersection, in any orientation. Currently this demonstration code assumes that the wing leading edge is the most upstream point in the axial direction. Salient edges should be found automatically and maintained. Currently the leading and trailing edges are the only salient edges that are maintained. This would allow for an open-trailing-edge test case, with two salient edges to maintain, rather than the closed-trailing-edge case that is currently required.
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Figure 1(a). Wing surface grid with an open root section. Distribution of points on the root section is the basis of the point distributions along the intersections.

Figure 1(b). Wing and body closed water-tight surface grids.

Figure 1(c). View of wing surface grid with closed “water-tight” surface with fuselage and tails removed.
Figure 2. Single candidate points for removal along intersection are depicted (step 1 of ICU).

Figure 3. Groups of two candidate points for removal along intersection are depicted (step 1 of ICU).

Figure 4. Groups of three candidate points for removal along intersection are depicted (step 1 of ICU).
Figure 5(a). Test configuration with sharp leading edge, wing shifted to the highest position, wing shifted 2.6 inches from its original position.

Figure 5(b). Test configuration with sharp leading edge, wing shifted to the lowest position, wing shifted –1.4 inches from its original position.

Figure 6. Inspection area of the test configuration with the wing in its original position is inside the white boxed region.
Figure 7(a). Intersection before ICU (step 0).

Figure 7(b). Intersection after step 1 of the ICU program.
No cross-over will occur, $\beta$ is greater than $\beta(\text{new})$.

Figure 8(a). Example of an acceptable edge collapse from $i + 1$ to $i$ (step 2).

Cross-over will occur, $\beta$ is less than $\beta(\text{new})$.

Figure 8(b). Example of a nonacceptable edge collapse from $i + 1$ to $i$ (step 2).
Figure 9. Intersection after step 2 of the ICU program.

Figure 10. Step 3 examples of criteria for collapsing edges of a component to the intersection line; top shows if $\beta$ is small, middle if $\alpha$ is small, and bottom if $a_{\text{norm}}$ or $b_{\text{norm}}$ are less than a specified amount of the normalized distribution curve.
Figure 11. Example 1 of a noncollapsible triangle.

Figure 12. Example 2 of a noncollapsible triangle.

Figure 13. Example 3 of a situation where the red circled point is nonreplaceable after P3 is replaced with i + 1 (triangle with vertices i, i + 1, P3 is collapsed).
Figure 14. Example 4 of a situation where after the triangle with vertices i, i + 1, P3 is collapsed, the red circled point is nonreplaceable.

Figure 15. Intersection after step 3 of the ICU program.
Figure 16. Diagram of P4- and P5-type edge swaps.

Figure 17. Diagram of a P6 swap.
Figure 18. Diagram of a P7 swap.

Figure 19. Intersection after step 4 of the ICU program.
Figure 20. Intersection after step 7 of the ICU program.

Figure 21. Quality assessment statistics of triangles along the intersection, before and after application of ICU with wing in original position (shift = 0.0).
Figure 22. Example 1 of the qualitative assessments of the sharp-leading-edge wing test case before and after application of ICU. Wing shifted –0.7 inches before intersection. Top: trailing edge from above; mid: leading edge from above; lower: midchord of the wing from below.
Figure 23. Example 2 of the qualitative assessments of the sharp-leading-edge wing test case before and after application of ICU. Wing shifted 0.4 inches before intersection. Top: trailing edge from above; mid: leading edge from above; lower: mid-chord of the wing from below.
Figure 24. Quality statistics for example 1 (fig. 22) of the sharp-leading-edge wing test case with wing shifted –0.7 inches.

Figure 25. Quality statistics for example 2 (fig. 23) of the sharp-leading-edge wing test case with wing shifted 0.4 inches.
Figure 26. Quality statistics of the average for all 41 different wing positions of the sharp-leading-edge wing test cases.
Figure 27(a). Blunt-leading-edge test case with wing in most upward position, coarse grid.

Figure 27(b). Blunt-leading-edge test case with wing in lowest test position, coarse grid.
Figure 28(a). Trailing edge viewing region.

Figure 28(b). Leading edge viewing region.

Figure 28(c). Midwing viewing region.
Figure 29. Refinement level 1 (coarse) of the blunt-leading-edge test case before and after application of ICU. Wing shifted –8.0 inches before intersection. Top: trailing edge from above; mid: leading edge from above; lower: midchord of the wing from above.
Figure 30. Refinement level 2 of the blunt-leading-edge test case before and after application of ICU. Wing shifted –8.0 inches before intersection. Top: trailing edge from above; mid: leading edge from above; lower: midchord of the wing from above.
Figure 31. Refinement level 3 of the blunt-leading-edge test case before and after application of ICU. Wing shifted –8.0 inches before intersection. Top: trailing edge from above; mid: leading edge from above; lower: midchord of the wing from above.
Figure 32. Refinement level 4 (fine) of the blunt-leading-edge test case before and after application of ICU. Wing shifted –8.0 inches before intersection. Top: trailing edge from above; mid: leading edge from above; lower: midchord of the wing from above.
Figure 33. Quality statistics of the average for all 21 different wing positions of the blunt-leading-edge wing test cases with refinement level 1 meshes (coarse).

Figure 34. Quality statistics of the average for all 21 different wing positions of the blunt-leading-edge wing test cases with refinement level 2 meshes.
Figure 35. Quality statistics of the average for all 21 different wing positions of the blunt-leading-edge wing test cases with refinement level 3 meshes.

Figure 36. Quality statistics of the average for all 21 different wing positions of the blunt-leading-edge wing test cases with refinement level 4 meshes (fine).
A computer program has been developed for improving the quality of unstructured triangulated surface meshes in the vicinity of component intersections. The method relies solely on point removal and edge swapping for improving the triangulations. It can be applied to any lifting surface component such as a wing, canard or horizontal tail component intersected with a fuselage, or it can be applied to a pylon that is intersected with a wing, fuselage or nacelle. The lifting surfaces or pylon are assumed to be aligned in the axial direction with closed trailing edges. The method currently maintains salient edges only at leading and trailing edges of the wing or pylon component. This method should work well for any shape of fuselage that is free of salient edges at the intersection. The method has been successfully demonstrated on a total of 125 different test cases that include both blunt and sharp wing leading edges. The code is targeted for use in the automated environment of numerical optimization where geometric perturbations to individual components can be critical to the aerodynamic performance of a vehicle. Histograms of triangle aspect ratios are reported to assess the quality of the triangles attached to the intersection curves before and after application of the program. Large improvements to the quality of the triangulations were obtained for the 125 test cases; the quality was sufficient for use with an automated tetrahedral mesh generation program that is used as part of an aerodynamic shape optimization method.