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Abstract

A system is safety-critical if its failure can endanger human life or cause significant damage to property or the environment. State-of-the-art computer systems on commercial aircraft are highly complex, software-intensive, functionally integrated, and network-centric systems of systems. Ensuring that such systems are safe and comply with existing safety regulations is costly and time-consuming as the level of rigor in the development process, especially the validation and verification activities, is determined by considerations of system complexity and safety criticality. A significant degree of care and deep insight into the operational principles of these systems is required to ensure adequate coverage of all design implications relevant to system safety. Model-based development methodologies, methods, tools, and techniques facilitate collaboration and enable the use of common design artifacts among groups dealing with different aspects of the development of a system. This paper examines the application of model-based development to complex and safety-critical aircraft computer systems. Benefits and detriments are identified and an overall assessment of the approach is given.
1. Introduction

For decades now, the commercial aviation industry has seen a trend of adopting ever more sophisticated computer-based technology to realize aircraft systems that perform a wide variety of functions with different safety criticality levels. State-of-the-art aircraft avionics are highly complex, functionally integrated, network-centric systems of systems [1]. The design and analysis of embedded computer systems like the ones used on commercial aircraft are inherently complex activities. Ensuring that such systems are safe and comply with existing airworthiness regulations is costly and time-consuming as the level of rigor in the development process, especially the validation and verification activities, is determined by considerations of system complexity and safety criticality. A significant degree of care and deep insight into the operational principles of these systems is required to ensure adequate coverage of all design implications relevant to system safety.

The main drivers for the evolution of avionics architectures on commercial aircraft are the competition among airlines in the air travel market and the competition among airplane manufacturers to meet the demands from the airlines for more fuel-efficient and cost-effective airplanes that have more functionality and a higher level of functional sophistication [2, 3]. Over time, functionality has been added to improve airplane flight performance and safety, as well as to improve maintenance and passenger comfort. The greatest enabler of the evolution in avionics architectures has been advancements in electronics and computer technology, including microprocessors, operating systems, data networking, sensors, displays and design development tools [4]. As technology has improved, the cost of electronic hardware components has decreased, but so has their life-cycle duration and time to obsolescence. Simultaneously, the ever-increasing functional complexity is being realized mostly in software, and this has prompted greater interest in ways to simplify software development. System cost and considerations of hardware part obsolescence and software reuse have driven system developers toward layered and modular designs with standardized interfaces and the use of generic hardware and software commercial-off-the-shelf (COTS) components where practicable. As functionality has increased, software development and system integration have become the primary cost factors.

In addition to functional requirements, aircraft avionics systems must satisfy demanding quality requirements for performance, dependability and safety [5]. The main goal behind the system safety requirements is to ensure an acceptable and rational inverse relation between the probability and severity of functional failures [6]. These quality requirements must be satisfied under stated operational and environmental conditions.

A system is said to be complex when its operation, failure modes or failure effects are difficult to comprehend without the aid of analytical methods [7]. Most of the complexity in modern aircraft systems stems from requirements for high functional quality while protecting against potential failures due to physical or logical defects, or misuse [1]. The complexity of some systems is such that they cannot be analyzed and understood well enough to be managed effectively by any one individual or small group. In general, complex interactions between components (including both hardware and software components) have a higher potential for execution errors. This threat can be aggravated by coupling between components that allows the propagation of fault effects along paths of data and control information flow. With complex integrated systems, there is also the possibility of unintended coupling through shared resources and the environment in which the systems operate. Uncertainty about the interactions and coupling between components in complex computer-based aircraft systems, especially under failure conditions, is a recognized point of concern for certification authorities because of the possible safety implications [8].
The aviation industry and regulation authorities have developed many guidance documents on recommended practice for the development and certification of aircraft systems. A primary concern in the development of complex safety-critical systems is the generation of evidence to substantiate, to an adequate level of confidence, that errors in requirements, design, and implementation of a system have been identified and corrected and that any possible effects of residual errors are mitigated by the system architecture. To a large extent, current development practice is centered on process and product documents to manage the execution of the project and generate the required assurance data.

A model-based development (MBD) approach shifts the focus from the generation of documents to the generation of an integrated repository (or database) of project and product information (e.g., development schedules, design models, analysis models, etc.) used by all disciplines involved in a project [9]. A rigorous development process is still required for successful development, but the effort is directed mostly toward developing and integrating content into the central project repository rather than generating documents, which instead are automatically generated from the content of the project repository. There are many benefits to a model-based development concept, including the use of common design artifacts and the facilitation of collaboration among participants of a development effort.

The following sections present an overview of the development of safety-critical embedded computer systems for commercial aircraft, followed by an overview of the model-based development concept. This is followed by an analysis of benefits and detriments of model-based development. The paper ends with an overall assessment of the approach and conclusions drawn from the analysis.

2. Development of Safety-Critical Computer-Based Systems

The development of an aircraft begins with a concept generation phase that defines the operational concept (CONOP) (i.e., a context and how the vehicle will operate in it) and the overall characteristics of the vehicle (e.g., size, range, performance, etc.) [7]. The next step is to generate aircraft-level requirements, including the definition of the aircraft functional architecture consisting of behaviors such as flight control, navigation, ground steering, and engine control. The functional architecture is allocated to a system-level physical architecture with the resources needed to execute the functions. The functional architecture is allocated to a system-level physical architecture with the resources needed to execute the functions. The system architecture defines a structure of components that has the performance and dependability attributes (e.g., reliability, integrity, etc.) required to meet the demands of the application. The development of the system architecture generates the functional and non-functional (i.e., quality) attribute requirements for the hardware and software components that will realize the system. A validation process runs in parallel with the requirements generation, design, and decomposition processes to ensure that the requirements at each level are complete and correct relative to the top-level CONOP and intended vehicle functionality. After the hardware and software items are designed and implemented, the formal process of verification and integration begins. Here the items are integrated into sub-systems, which are then integrated into full systems. The verification process proceeds in parallel with the integration process and design errors are corrected as they are discovered. Overall, the development flow consists of three parallel tracks of project management, development, and quality assurance to deal with all aspects of technical performance, cost, schedule, and development risk [9].

The definition and implementation of the development process for aircraft systems is influenced by considerations of safety criticality. A system is safety critical if its failure can endanger human life or cause significant damage to property or the environment. Safety is assessed relative to the level of operational risk, where risk is the combination of the likelihood (i.e., the frequency) of safety-relevant events and the
corresponding level of severity. The overarching goal in the development of a safety-critical system is to ensure an inverse relationship between the likelihood and severity of system failures. In effect, system safety is determined not just by whether a system will fail, but also how it fails (i.e., its failure modes and effects) and the corresponding likelihood of occurrence. A system can fail due to development faults (i.e., errors or defects introduced at the time of development) and operational faults caused by internal physical conditions or the external environment (e.g., wear-out; lightning; excessive voltage, temperature, or vibration). It is the activation of these faults and the propagation of effects that can ultimately lead to the failure of the system. Safety analysis methods such as fault tree analysis (FTA), failure modes and effects analysis (FMEA), Markov analysis and common cause analysis are performed on the design of a system, especially its architecture, to assess its safety-relevant characteristics [10]. From the definition of safety in terms of risk, we can see that system safety constraints can be satisfied by controlling the severity of failures (i.e., the failure modes), their likelihood, or both. Architecture-level fault tolerance techniques (e.g., redundancy, independence, detection, isolation, recovery) can be applied to mitigate the effects of physical and design faults [11]. The failure rate of physical components can be controlled by proper selection of the quality of the components and the environment in which the system operates. Controlling the likelihood of design errors, however, requires carefully planned and systematic actions in the development process to ensure that errors in requirements, design, and implementation have been identified and corrected.

The system development model described above is applicable whether the system is simple or complex. A system is simple if proper functioning and performance can be established by a combination of tests and analysis [12]. A system is complex when analytical methods and structured assessments are needed to comprehend the operation, failure modes, or failure effects. System complexity can be caused by characteristics such as the sophistication of the hardware and software components (items, units) and the number and intricacy of interactions between them [12]. In general, the likelihood of residual development defects in simple systems is remote or their failure modes can be sufficiently well understood such that their effects can be adequately mitigated. By definition, presently available test and analysis methods and techniques cannot feasibly establish the absence of defects in a complex system and significant uncertainties in the number, nature, and manifestations of defects can remain. This product-based approach must be complemented with a process-based approach to generate evidence that can substantiate with an adequate level of confidence that design errors have been identified and corrected and the system satisfies applicable regulations and policies. Development assurance frameworks have been created that specify the required level of rigor in a development process based on the worst-case severity of a system function failure [7]. A higher development assurance level is needed for systems with worse failure conditions. A comprehensive development for complex safety-critical systems includes processes for planning, requirements capture, safety assessment, development, implementation, validation, verification, configuration management, process assurance, and certification and regulatory authority coordination, all of which have multiple objectives and generate evidence documentation that must be carefully reviewed. The amount of product and process evidence that must be generated and submitted for certification credit is less for systems with lower safety criticality.

3. Model-Based Development

A model is a collection of one or more artifacts that represent a concept. When the concept is a system, the model is an abstraction whose form and content are chosen for the purpose of understanding, communicating, explaining, or designing aspects of interest of the system [13]. The scope, depth, and fidelity of a model must be chosen to fit the purpose. Models can be descriptive or analytical, and they can capture static properties of a system (e.g., hierarchical decomposition, interconnection) or dynamic
properties (e.g., behavior). Characteristics of successful system models include:

- providing a framework to attack a problem in a coherent and consistent manner;
- having the power to show that a solution satisfies the needs of the stakeholders;
- providing integrity and consistency to the system; and
- providing insight into the problem and comparative advantages of different possible approaches and solutions.

Suitably chosen models can be used to capture operational, system and component concepts for any stage of the system life cycle.

Model-based development is the formalized application of modeling to support system development processes including generation of requirements; specification and design at mission, operational, functional, and physical levels; and validation and verification of components, their integration, and the system as a whole. Model-based approaches for validation and verification can be applied to the analysis, test, and review of the system. This development approach uses an integrated model repository and can support the whole development effort including modeling artifacts from disciplines working on different aspects of the system. Automatic means can be used to ensure traceability between source documents (e.g., descriptions of stakeholder needs, technical standards, and recommended practices), system requirements, design, and verification. Automatic means can also be used to propagate changes across development artifacts in the integrated repository, and to perform a broad range of checks to support reviews. The model repository and development support tools can be used for process activities such as requirements capture and validation, configuration management, development process assurance, and coordination with certification and regulatory authorities. Model-based development also allows for the possibility of automatically synthesizing software or hardware implementation code from the models, thus reducing the likelihood of implementation errors and increasing productivity.

Two critical elements in the use of models are the modeling language and the methodology used to solve problems. The modeling language should be specific to the problem domain to which it is applied. For example, there can be special languages for requirements and design for both behavior and structure, and languages for the various development disciplines including system, mechanical, electrical, digital electronics, and software. The languages should enable clear and precise definitions of concepts and their properties, as well as the relationships between components [14].

A methodology is a high-level problem-solving approach supported by a collection of processes, methods and tools [15]. A process is a particular sequence of tasks performed to achieve a particular objective, a method consists of the techniques to perform a task, and a tool is an instrument to enhance the efficiency of a task. Some examples of model-based system engineering methodologies include INCOSE Object-Oriented Systems Engineering Method (OOSEM), IBM Rational Unified Process for Systems Engineering (RUP SE), and ViTech Model-Based Systems Engineering Methodology [15].

Model-based development offers a number of benefits over traditional document-based approaches. The ability to develop complex systems is enhanced by the use of validated abstract system models at multiple levels that require less effort to generate and that focus on irreducible inherent complexity aspects, as opposed to accidental complexity that can obscure critical aspects of a system. Other benefits include:
• increased development effectiveness through integrated multi-disciplinary analysis and design;

• increased efficiency of development time and cost through quicker capture and validation of requirements, reduced reliance on physical prototypes, reuse of models, automatic generation of design artifacts and documents, and less rework to correct errors;

• reduced development risk through higher predictability in program cost and schedule, as well as final system performance; and

• enhanced maintainability of system design by leveraging the central integrated repository for change impact analysis and trade studies.

Some of the detriments of model-based development include:

• the need for investment in development tools and model management infrastructure;

• technical models can hinder communication with stakeholders;

• the approach does not preclude the need for a rigorous development process; and

• a high degree of skill and experience may be needed to validate the models.

4. Application of MBD to complex and safety-critical aircraft systems

Modern computer-based aircraft systems have physically distributed and functionally integrated architectures that depend on the successful integration of contributions from different points of view such as system engineering, control engineering, mechanical engineering, electrical engineering, computer hardware and software engineering, as well as the system users. Model-based development implies a change in focus from a document-centered approach to a model-centered approach. As stated above, there are many benefits to this change in focus, but the most important consideration of any approach for complex and safety-critical systems is the ability to achieve high development assurance.

Feiler has identified two main points of concern in the development of modern aircraft systems [16]. One of these problems is the potential for multiple truths in the results of system analyses. Loose coupling among system development teams and between development and analysis activities can lead to inconsistencies between models of different aspects of a system and also between the system being developed and the one captured in analyses.

The second main problem of concern in the development of complex and safety-critical systems is the introduction of errors early in the development process and their discovery much later during the integration of components or system-level testing. This is a concern because, in general, the cost of correcting errors increases exponentially with the distance in the development process between the point where they are introduced and the point where they are identified [16]. This is because both the breadth and depth of implications of design decisions increases as the development process advances.

One significant source of errors and inconsistencies are mismatched assumptions about different aspects of a system. Assumptions of different sorts are leveraged to simplify and bound the design and analyses
efforts, but for highly complex systems, successful development critically depends on the use of a consistent set of assumptions by everyone involved.

Another source of development errors is the inability to identify and understand all the implication of design assumptions and decisions. The difficulty in doing a thorough and precise examination increases with the complexity of the system.

Based on the description in the previous section, model-based development approaches with disciplined implementation of processes and methods, supported by suitable modeling and model management tools, enable a high level of confidence that errors of the sort mentioned here are highly unlikely to remain undiscovered at the completion of the development effort. Furthermore, frequent and automatic validation and verification activities facilitated by the comprehensive application of MBD should result in a considerable reduction in the time to identify development errors after they are introduction. The aggregate of MBD characteristics helps ensure the generation of product and process evidence needed for achieving high assurance of safety-critical systems.

5. Conclusions

Model-based development (MBD) is a formalization of product development with enhanced correctness, completeness, and precision of information throughout the process. The concept of using models to capture design information and to inform validation and verification activities is a well-established practice [9]. What differentiates and enables MBD is the exploitation of advanced information technology and tools to facilitate and integrate management, development, and quality-related activities. A common goal of development tools is to enable the users to think and work with domain specific concepts when designing and verifying their systems, and minimize the time to identify and resolve lower-level implementation issues. Model-based development expands and applies this idea to every aspect of the development process and all its participants: the developers focus on the problems within their domains of expertise and the tools automate and facilitate many of the integration, lower-level implementation, and quality assurance tasks.

The aviation industry has seen rapid increases in the complexity of computer-based systems onboard aircraft. Due to financial and business considerations, all development projects have finite resource budgets, which are summarized in terms of cost and schedule constraints. Competitive market forces drive the need for continuous increase in the level of complexity of the systems while preserving or improving the level of safety. Doing this with sustainable increases (or even reductions) in resource budgets requires commensurate increases in development productivity (i.e., efficiency). The success of the application of MBD to complex safety-critical aircraft systems will depend largely on its ability to meet this demand for enhanced productivity.
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